**Selenium-**

**Explain how you can login into any site if it’s showing any authentication popup for password and username?**

Pass the username and password with url

* Syntax-http://username:password@url
* ex- <http://creyate:tom@www.gmail.com>

**Explain the difference between single and double slash in X-path?**

Single slash ‘/ ’

* Single slash ( / ) start selection from the document node
* It allows you to create ‘absolute’ path expressions

Double Slash ‘// ’

* Double slash ( // ) start selection matching anywhere in the document
* It enables to create ‘relative’ path expressions

**Absolute** xpath: **single slash** : **root node**.

**Relative** xpath: **double slash** : **anywhere**

**How do you handle alert pop-up ?**

Ans- To handle alert pop-ups, we need to 1st switch control to alert pop-ups then click on ok or cancle then move control back to main page.

driver.switchTo().alert()

**Give the example for method overload in WebDriver.**

Ans- frame(string), frame(int), frame(WebElement).

**What are the different exceptions you got when working with WebDriver ?**

Ans- ElementNotVisibleException, ElementNotSelectableException, NoAlertPresentException, NoSuchAttributeException, NoSuchWindowException, TimeoutException, WebDriverException etc.

Difference between Selenium IDE, RC and Webdriver

| **Feature** | **Selenium IDE** | **Selenium RC** | **WebDriver** |
| --- | --- | --- | --- |
|  |  |  |  | |
| Browser Compatibility | Selenium IDE comes as a Firefox plugin, thus it supports only Firefox | Selenium RC supports a varied range of versions of Mozilla Firefox, Google Chrome, Internet Explorer and Opera | WebDriver supports a varied range of versions of Mozilla Firefox, Google Chrome, Internet Explorer and Opera. Also supports HtmlUnitDriver which is a GUI less or headless browser. | |
| Record and Playback | Selenium IDE supports record and playback feature | Selenium RC doesn't supports record and playback feature | WebDriver doesn't support record and playback feature | |
| Server Requirement | Selenium IDE doesn't require any server to be started before executing the test scripts | Selenium RC requires server to be started before executing the test scripts | WebDriver doesn't require any server to be started before executing the test scripts | |
| Architecture | Selenium IDE is a Javascript based framework | Selenium RC is a JavaScript based Framework | WebDriver uses the browser's native compatibility to automation | |
| Object Oriented | Selenium IDE is not an object oriented tool | Selenium RC is semi object oriented tool | WebDriver is a purely object oriented tool | |
| Dynamic Finders (for locating web elements on a webpage) | Selenium IDE doesn't support dynamic finders | Selenium RC doesn't support dynamic finders | WebDriver supports dynamic finders | |
| Handling Alerts, Navigations, Dropdowns | Selenium IDE doesn't explicitly provides aids to handle alerts, navigations, dropdowns | Selenium RC doesn't explicitly provides aids to handle alerts, navigations, dropdowns | WebDriver offers a wide range of utilities and classes that helps in handling alerts, navigations, and dropdowns efficiently and effectively. | |
| WAP (iPhone/Android) Testing | Selenium IDE doesn't support testing of iPhone/Andriod applications | Selenium RC doesn't support testing of iPhone/Andriod applications | WebDriver is designed in a way to efficiently support testing of iPhone/Android applications. The tool comes with a large range of drivers for WAP based testing. For example, AndroidDriver, iPhoneDriver | |
| Listener Support | Selenium IDE doesn't support listeners | Selenium RC doesn't support listeners | WebDriver supports the implementation of Listeners | |
| Speed | Selenium IDE is fast as it is plugged in with the web-browser that launches the test. Thus, the IDE and browser communicates directly | Selenium RC is slower than WebDriver as it doesn't communicates directly with the browser; rather it sends selenese commands over to Selenium Core which in turn communicates with the browser. | WebDriver communicates directly with the web browsers. Thus making it much faster. | |

**What is Selenese?**

Selenese is the language which is used to write test scripts in Selenium IDE.

**What do we mean by Selenium 1 and Selenium 2?**

Selenium RC and WebDriver, in a combination are popularly known as Selenium 2. Selenium RC alone is also referred as Selenium 1.

* + Explicit, implicit wait and Fluent wait
  + Annotations in TestNG
  + Selenium Grid
  + Maven, Jenkins
  + Github
  + Why not use Junit
  + Verbose in testing.xml
  + Logging
  + Browser capabilities
  + POI- read excel file
  + POM and page factory
  + Screenshot
  + Assert vs verify
  + Extracting all broken links on page
  + what is Datadriven framework and Keyword driven?
  + How to handle window and web alerts ?
  + creating object repository using properties File
  + @Dataprovider, @Factory
  + Handling dynamic Ids

<http://www.software-testing-tutorials-automation.com/2014/09/selenium-webdriver-interview-questions_16.html>

**Object repository using property file in Selenium**

To create new properties file, Right click on your project package -> New -> Other .> File- give file name (object.properties).

In object.properties file, give key and value combination.

username.id=ctl00\_PlaceHolderMain\_signInControl\_UserName

password.id=ctl00\_PlaceHolderMain\_signInControl\_password

login.id=ctl00\_PlaceHolderMain\_signInControl\_login

Using key, use values from property file

File src=**new** File("C:\\Test\_workspace\\Practice\\src\\practice\_pck\\object.properties");

**//Create Object of FileInputStream Class. Pass file path.**

FileInputStream fs=**new** FileInputStream(src);

//Create Object of Properties Class.

Properties prp=**new** Properties();

**//Pass object reference fs to load method of Properties object.**

prp.load(fs);

**//Accessing element locators of all web elements using obj.getProperty(key)**

driver.findElement(By.*id*(prp.getProperty("username.id"))).sendKeys("Teammanager.demo2@evalueserve.com");

driver.findElement(By.*id*(prp.getProperty("password.id"))).sendKeys("Evs1234$");

**Why Jenkins and Selenium?**

Jenkins is the leading open-source continuous integration tool. It is used to build and test software projects continuously making it easier to integrate changes to the project.  it is used to schedule jobs for regression testing without manual intervention and hence monitor infrastructural and functional health of application. It can be used like a scheduler for integration testing and also can be used to validate new deployments/environments on a single click on a Build now button .

* Running Selenium tests in Jenkins allows you to run your tests every time your software changes and deploy the software to a new environment when the tests pass.
* Jenkins can schedule your tests to run at specific time.
* You can save the execution history and Test Reports.
* Jenkins supports Maven for building and testing a project in continuous integration.
* Early issue finding – Bug can be detected in early phase of the software development
* Automatic integration – no separate effort required to integrate all changes

Run Jenkin server from cmd by going to location (cd desktop) and giving command : java –jar Jenkins.war.

Go to browser and enter URL- <http://localhost:8080>.

Create new freestyle project in Jenkins.

Configure> Create a batch file (run.bat) and give path of testing.xml file in it.-- java -cp bin;libs/\* org.testng.TestNG testing.xml. Place run.bat in project workspace.

Before it, bin and libs folder (with all jar files of libraries) should be available in workspace.

Give this run.bat file path in Jenkins. Also, give workspace location in Configure.
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Click Build now or schedule it.

**Maven – a build automation tool** which is distributed under Apache Software Foundation. It is mainly used for java projects. It makes build consistent with other project. Maven is also used to manage the dependencies. It works very effectively when there is huge number of Jar files with different versions. if any new dependency added in pom file then maven downloads from central repository to local repository. It cuts down the good number of steps in build process and it makes it one step process to do a build.  It helps in bypassing my steps like adding jars to the project library, building reports, executing Junits test cases, creating Jar, War Ear files for the project deployment and many more

**Build tool** is used to setup everything which is required to run your java code independently.

**Dependencies** are the libraries, which are required by the project. For example Log4j jars, Apache Poi jars, Selenium Jars etc. Dependencies are mentioned in the Maven pom.xml like this:

<dependency>

   <groupId>org.seleniumhq.selenium</groupId>

   <artifactId>selenium-java</artifactId>

   <version>2.43.1</version>

   </dependency>

**POM** is Project Object Model XML file that contains information about the project and configuration details used by Maven to build the project. . It contains default values for most projects. Some of the configuration that can be specified in the POM are the project dependencies, the plugins or goals that can be executed, the build profiles, and so on.

 If libraries are not available in central repository then maven looks for remote repository. User has to configure the remote repository in pom.xml to download from remote repository.

### ****Build Life Cycle:****

Basic maven phases are used as below.

* **clean**: deletes all artifacts and targets which are created already.
* **compile**: used to compile the source code of the project.
* **test**: test the compiled code and these tests do not require to be packaged or deployed.
* **package**: package is used to convert your project into a jar or war etc.
* **install**: install the package into local repository for use of other project.
* **Github-** Git Hub is a Collaboration and for version control platform. It allows you to keep both local and remote copies of your project. A project which you can publish it among your team members as they can use it and update it from there itself. Multiple people when they work on the same project they can update project details and inform other team members simultaneously.

Steps after installation-

sign up for git hub and create new repository

Create a maven project- New> Other> Maven project.

 Push the code/local repository to Git. On project right click> Team>Share- select local repository. On clicking finish, we can see the change in the project structure- ? icon.

1. Push our code to Git Hub Repository. Right-click on the project and team then click on commit. Commit and push and see icon changed in project structure.

http://www.guru99.com/selenium-github.html

<https://guides.github.com/activities/hello-world/--> Creating repository, creating branches, committing changes to github and open, merge pull request.(and finally delete branch)

**Junit**- do not perform dependency test which TestNG does.

Also Junit do not have annotations like @BeforeTest, @Beforesuite, @Beforegroups which TestNg have.

Junit has limited annotations- @Before (method), @After, @Beforeclass.

Dependency test in TestNG-

@Test(dependsOnMethods = { "initEnvironmentTest" })

@Test(groups = { "init" })

@Test(dependsOnGroups = { "init.\*" })

**Logging**- Log4j is a fast, flexible and reliable logging framework.

It has 3 principal components- Loggers, Appenders and Layout.

**Loggers** - It is responsible for logging information. Logger class is a Java-based utility.

static Logger APP\_LOGS = Logger.getLogger("devpinoyLogger");

**static** Logger *log* = Logger.*getLogger*(actionclass.**class**.getName());

*log*.info("Logging requestor");

there are five kinds of log levels- All, Debug, Info, Warn, Fatal, Error. With level as-

ALL < DEBUG < INFO < WARN < ERROR < FATAL < OFF.

**Appenders-** it is used to write the logs in file.  (select where to write- in console, file)

**Layout**- It is responsible for formatting logging information in different styles.

Step 1- Add jar files in build path

Step2- Create Log4j.property file and add properties

Step3- Create 2 files- manual.log(manually logged statements) and selenium.log (system created log)

Step 4- Import org.apache.log4j.Logger;

Step 5- Add static Logger APP\_LOGS = Logger.getLogger("devpinoyLogger") in class

Step 6- Use APP\_LOGS.debug or info or…

**Assert :--**

Assert.*assertEquals*(detailtitle, "Request detail");

*Assert.assertTrue(condition, message)*

*Assert.assertFalse(condition, message)*

**POM- Page object model.**

* **Page Object Model** is a design pattern to create **Object Repository** for web UI elements.
* Under this model, for each web page in the application there should be corresponding page class.
* This Page class will find the WebElements of that web page and also contains Page methods which perform operations on those WebElements.
* Name of these methods should be given as per the task they are performing
* **object repository is independent of testcases**, so we can use the same object repository for a different purpose with different tools.

all Web Elements of the **AUT** and the method that operate on these Web Elements are maintained inside a class file. Task like **verification** should be **separate** as part of Test methods.

**Page factory-** Page Factory is an inbuilt page object model concept for Selenium WebDriver. Page Factory is an extension to Page Object. Classes same as POM, Additionally with the help of PageFactory class we use annotations **@FindBy** to find WebElement. We use initElements method to initialize web elements. Web page classes or Page Objects containing web elements need to be initialized using Page Factory before the web element variables can be used. This can be done simply through the use of initElements function on PageFactory:

@FindBy(className="barone")

WebElement titleText;

public Guru99Login(WebDriver driver){

this.driver = driver;

//This initElements method will create all WebElements

PageFactory.initElements(driver, this);

LoginPage page = PageFactory.intElements(driver,LoginPage.class)

@DataProvider Is [**TestNG annotation**](http://www.software-testing-tutorials-automation.com/2014/04/testng-annotations-with-selenium.html). @DataProvider Annotation of testng framework provides us a facility of storing and preparing data set In method. Task of @DataProvider annotated method Is supplying data for a test method. @DataProvider annotated method must return an Object[][] with data. (2D Object array)

dataprovider is really good when you want to import data from a source(excel/db) and treat each row as a separate testcase by running on the same @test method .Result is u get testng report stating result of each row as a unique testcase

Example- We can retrieve userid and password one by one from @DataProvider annotated method –

**@DataProvider(name="LoginCredentials")**

public **Object[][]** **LoginCredentials()**

and will feed them In LogIn\_Test(String Usedid, String Pass) one by one using annotation-

@Test**(dataProvider="LoginCredentials")**

public void LogIn\_Test(**String Usedid, String Pass**){

*The Test method will run as many times as the*

*//rows in the excel –if using excel to get data (with Userid, password having different value everytime)*

**Taking screenshot-** For taking  screenshots Selenium has provided TakesScreenShot interface in this interface you can use getScreenshotAs method which will capture the entire screenshot in form of file then using FileUtils we can copy screenshots from one location to another location

File scrFile=((TakesScreenshot)driver).getScreenshotAs(OutputType.***FILE***);

FileUtils.*copyFile*(scrFile, **new** File("C://Users//chaman.preet//Desktop//screenshot.png"));

**how to take screen shot ONLY for failed tests.**

we need to create a class and then implement [*TestNG 'ITestListener'*](http://testng.org/javadoc/org/testng/ITestListener.html). We will have a method called *'onTestFailure'.* We will use ITestResult Interface which will provide us the test case execution status and test case name.

**Reading values and then Storing values in arraylist to use it in your test cases.**

// You got the the first rows values in the inputDataArray and you can assign this values to any variables and you can use for testing .

Like inputDataArray[3] The loop will iterate to the second row after processing the first row.

//Else you can store the entire datas in the excel sheet in an arraylist and you can process for each test cases. This will conserve CPU utilization as everytime the script won't read the excel sheet.

**Store rows and column values in Array** of size –

String cellvalue[][]=**new** String[Total\_rowcount+1][Col\_count];

Where **int** Total\_rowcount = sheet.getLastRowNum()-sheet.getFirstRowNum();

**int** Col\_count = sheet.getRow(1).getPhysicalNumberOfCells();

Or **Use Iterator** object which enable you to iterate through a list of collection until next is found.

Iterator<Row> rowIterator=sheet.rowIterator();

**while**(rowIterator.hasNext())

{

Row row=rowIterator.next();

Iterator<Cell> cellIterator=row.cellIterator();

**while**(cellIterator.hasNext())

{

Cell cell=cellIterator.next();

System.***out***.println("Cell content is " +cell.getStringCellValue());

}

}

Or **Using Arraylist**

ArrayList<String> list=**new** ArrayList<String>();

Iterator<Row> rowIterator=sheet.rowIterator();

**while**(rowIterator.hasNext())

{

Row row=rowIterator.next();

Iterator<Cell> cellIterator=row.cellIterator();

**while**(cellIterator.hasNext())

{

Cell cell=cellIterator.next();

String c=cell.getStringCellValue();

**list.add(c);**

}

}

**for**(**int** i=0;i<list.size();i++)

{

System.***out***.println("arraylist values are " +**list.get(i));**

}

}

}

**Listeners in TestNG**

**Listeners** "listen" to the event defined in the selenium script and behave accordingly. These are interfaces used in selenium to generate logs or customize the testing reports. Examples- ITestListener, ISuiteListener, IExecutionListener, IReporter.

ITestListener has following methods- **OnStart, onTestSuccess, onTestFailure, onTestSkipped, onTestFailedButWithinSuccessPercentage, onFinish.**

**Implement** ITestListener in your listener class.

package Listener\_Demo;

import org.testng.ITestContext ;

import org.testng.ITestListener ;

import org.testng.ITestResult ;

public class ListenerTest implements ITestListener

{

public void onTestFailure(ITestResult Result)

{

System.out.println("The name of the testcase failed is :"+Result.getName());

}

We can use this listener in our regular project class by 2 ways-

1) use Listeners annotation by- @Listeners(PackageName.ListenerClassName)

Eg- @Listeners(Listener\_Demo.ListenerTest.class)

Methods in class "ListenerTest " are called automatically according to the behavior of methods annotated as @Test.

2)In TestNG xml- If project has multiple classes, we can create a testng.xml and add listeners tag in XML. When you run this XML file, listeners will work throughout the test suite irrespective of the number of classes mentioned.
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**To get parameters also in screenshotname-** result.getName()+ "-" + Arrays.*toString*(result.getParameters());

Explicit, implicit wait and Fluent wait

**Fluent wait-** FluentWait defines the maximum amount of time to wait for a condition, as well as the frequency with which to check the condition.

FluentWait wait=**new** FluentWait(driver);

wait.pollingEvery(1, TimeUnit.***SECONDS***);

wait.withTimeout(60, TimeUnit.***SECONDS***);

wait.ignoring(NoSuchElementException.**class**);

Object find= wait.until(**new** Function<WebDriver, WebElement>(){

**public** WebElement apply(WebDriver driver){

**return** driver.findElement(By.*id*("dnn\_ctr474\_Login\_Login\_DNN\_plUsername\_lblLabel"));

**Implicit wait-** The implicit wait will tell to the web driver to wait for a certain amount of time before throwing an **exception** that it cannot find the element on the page. The default setting is 0. Once we set a time, the Web Driver waits for the period of the WebDriver object instance. (for the entire time the browser is open)

driver.manage().timeouts().implicitlyWait(10, TimeUnit.***SECONDS***);

**Explicit wait-** The explicit wait is used to tell the Web Driver to wait for certain conditions (**Expected Conditions**) or the maximum time exceeded before throwing an "**ElementNotVisibleException**" exception. An explicit wait can only be implemented in cases where synchronization is needed and the rest of the script is working fine.

WebDriverWait Wait=**new** WebDriverWait(driver, 60);

Wait.until(ExpectedConditions.*presenceOfElementLocated*(By.*id*("dnn\_ctr474\_Login\_Login\_DNN\_plUsername\_lblLabel")));

**Selenium Grid**

* Selenium Grid is used to run multiple tests simultaneously in different browsers and platforms.
* Grid uses the hub-node concept.
* The hub is the central point wherein you load your tests.
* Nodes are the Selenium instances that will execute the tests that you loaded on the hub.
* To install Selenium Grid, you only need to download the Selenium Server jar file.

**Launch hub-** Using the command prompt, navigate to the root of Machine A's - C drive, because that is the directory where we placed the Selenium Server.

On the command prompt, type **java -jar selenium-server-standalone-2.30.0.jar -role hub**

To Verify whether the hub is running—Go to browser and open <http://localhost:4444/grid/console>

To Verify if node can access hub- Go to browser and type [http://192.168.1.3:4444/grid/console where 192.168.1.3:4444](http://192.168.1.3:4444/grid/console%20where%20192.168.1.3:4444) is IP address of hub.

**Launch Node-** Using the command prompt, navigate to the root of Machine A's - C drive, and type a command.

* To run test scripts on the Grid, you should use the DesiredCapabilities and the RemoteWebDriver objects.
* DesiredCapabilites is used to set the type of browser and OS that we will automate
* RemoteWebDriver is used to set which node (or machine) that our test will run against.

[![Introduction to Selenium Grid](data:image/png;base64,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)](http://cdn.guru99.com/images/DesiredCapabilities_code.png)

[![Introduction to Selenium Grid](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbcAAACXCAMAAAChkuVbAAAB+1BMVEUAAAAaY2UTYGMQWmgSaf4QY3sQX3ET/v4SW2MVXWL//3cRW2YQXWz+/nIU/v7+amcScf4RW2L+cm3+/if+/iFQdRqkFx9AdSY+axxFeP/+dx5JbRi1HCA+bR5Daxg/cR9I/v5I/v5BaxhLchmoIf/+gRujFiH/Hx9Hgf4/bBmiGCikHCeiFyO0//+vGR/+GCKnFx+qGB6rGv6v//8kdVu9SDG7RzMTX2W8SDG9STEVaXBJeB+8STK9STHPSFSxTy4RXGUt/lC/Rze8SDEY/nUQXWusHiS8RzK6QzGwGySmGB8TYWVBbBm8STGv/if///8RW2MAAAA/bBm9STJmtv8qAP+jFx7//7a2ZgC2////25B5tv+///+Q2////9yQOgD/tmadOv95AP/b//86kNvbkDr/2/8AOpA6AABmAGZUAP8AZrb/tv9mADqd2//g//9/AFVUkP/fkP8AAGY6AGZmAAAqOv//26+VAFWVkOe/Zv8AADosZv+utv3/tpE6ADpUOv9/Zso6OpBmkJDrkHS8OlWQOjrB2//w1tB/AHTSaFa9YVDUiHP57uzb/9v//8rQ7rN/Oq9mZqOrZpGgOpF/IJGQtpCrAFWQkDq/kP/ks6o6kJDbm46trWbW//+LZv95Ov+VkMqQ27ZmtrbbkGZmZmYAOmadtv+QZgBOQfc5AAAAT3RSTlMAfqfjUn6rDd/CD/DHHRlWNu06DRp/8X7fVVPGfcPhqQ4c76lVN+BQOe6lfMERqzTlxzogUqVAtPSDa2vewR4u0DYKcSe2Z2BNVMWZ0Wg6CKzGyQAAEsFJREFUeNrsmQtPE0EUhZfaYn0gSrt9UR7SWmGrRZSgAcVHlPiKadqE//9TPPfM2V6piLgazcY9MXR27tzpzHx778zUqFChQoUKFSp0kVbeXf1Vl/p6M8qgvzXspWolurzun572oxyqdOP2rNybTFp3f+7SmVyKW+/Cvmqrk/afGfa8lsfncKvtnY9nt3F6+uBhdAmpjz+r46vfjtvmVLp5QRy59fq1K7dUd29rAq1thkXH58XcjrbZSsHnNuCggdy8mtqIzte91racLiMN+2Juh+KajE6h79mMUMNw64+GPwhEKonO1+7gsXrJJqWGxTNTwp8xR++TAUvgGo/L+HAriiCo7GfMYiw2g8HYsNAUKX7oKQBmK3lIBms/kmHHYFAxnvlmoCpe20QBdDvt2mpbVNv6TremWhjPprZyh6P3Yc/VL2NW/DDJ3sXKi0M/6mKVEWB9hs7pkPbGY5mtYhQa47PfZQM0R4PUD33U9vpqnvbi1l+WprFSvc1ZVGy2Y85XyKyiTFxjQHUrQrMKT6rHUOuQQszYQEgxc/KxqYBs2wOtapUGXG+bnN1gNOBPBGpkkEG2A6tV1VbXNml0J1mDBOGVDfH60/0qRz83bK8HPryWNjefu69n/RGwDJ7cBxniBE9xqz9CNFq+RNMRYXVRogNbDJ7Iz6pqe6BkpWTWi6yZVMLAMUUSwp+l6pXXnJlsTB6Y2M2rZ6x8M9VM4YH33Ray9Xp9bbOzc7TVjCft+vraW6wwILTvbW3U1xWLaqV8yNUGWphkQLkHFuhWaMi1Gbf2t+zBoJmrvllOsko21LfXQMGm9XRctlnMDdvrS+Pyyp3FpWqaS8RH3GzBu4MPjSRAHHx5BABsgCaMsN1GglYILysQjRyH9FMfoKQwVS/qNYsI6/o10FhkmkRAVVbuMHc4tzIPWkuLV2XlotyildLqtfnqN+9ttfHxeWcbqw+LWYFvkxGirKlWYBWyHCyMsdRggDeMp7hRvY24tUpaxjtGc9nkJKvENIHhsgR82A/mhu31S3gVmXcIkVI+oywsuoOPWHXSGu42YGCUDW18WH+jYgWiITc5JvRTH4rFxHuRNZOW+c7ZbJbEbkETE7eFNFlGbsUjD2bOjVjwFyuK1evYJoYIw6MBMVzOLW3F3MgcamWrkMG46UltIn52jKZyJsOTrFMnWSVxELcy2Zwdttdbsx9x6w6Z77CHJSGEjOETBhsCh82GjCYrjRrD0CiJ9Ck/9rELq/XqvdCaSdzUMB3Dh1LEdDEbvDHSPl6yKcmqOudmscX9hsmQC8rta83iIYSdc/NWAZbltzaPhDIYCiKAm3MjfuMUDHXlWe9NVp8W8x/5YKCKKR+213MHOJdbbQ9wmNp0V7NEyN2rfqJzCT+0dY2stbipB/qpmQWkxZ33QmsmGYN3iCLLF8sB3wI5iRsNKBGcrFoUroof1dta3DgkPUaYziQbwMP1JzdvxUSJeiy7zDLoLBqnFwPtaTxUmnhuMXYbkTvJKgUW4oYxW4o8O2yvD6/nYjTPDUq0/nY4VNEOgSKhQCIoHWX8pkCawU/ROzJ2yTe90JpVpZuWQpATP9mOcOOwiv2u7NyYJgUutSJARdJDQRFy1NqurTIybPV3tsnNlt7gkJu3UvJr6zLnBt6sFW/iBkzoCfxTbp2wq7mTrJ7i8XqJm7a2s8P2+hL5VZybIHD/SrkBD2GdDB7jRC9uYqQDJO57bCVuwBQFP3G7H3Y174XWbNL2HOlMyWta6cbh7B7AfUGBeaMqK1KNzdi58UiBZetNGAlH4d3voYqHB6ZI1Ihb2iqKdJgAANyf3VBfD8RgEjcdQ1DUF9qDhbE7yerbG9jxYvMK8+PWPDfsBdW/ZYqE7Qy34xNi05ozxxEN4+Zkxo0p8j6KzH67DTyJm44hVhQ3PFh0ei+0Zt/gdObAVcZeRhQqM1N5llVIVlaeV0rkHbJdyH47uLQ1meNSbuFqYPHGPChuahVcQ02LjGSAi4BrDyQ258YvRJ11705z3OyYWAapZZz2K+LmwyY31Vu8Wfv5PCluBmTo3HAPCwaPN6ZJxpecQIfYxE198OqAR+8lOze9mgELd2aD4yZN8tNtzvBQViQcm79zE4PW0YT3bC18bEUFRogN7W9qxW0LgM3VGLghJnaaeG6hs0DqC4XcnWSVwKJk6HifLjNb3J4bttdzi/sJt0SVEOsVZMYI/2hKiKRvdR+UAeUnbsi9Q+9F1sxaKAtSRYcsNy3bHAXQDLTq94Ur+3e0ALVYL/pLoNJlmZH2WT+EhHO9EhykVixaQ5JwAwuQDo/yZU/+3wrKnXJyq2cRjk58dLfWsOfqQVe/prBG4lYE6ceOJL2OE5e40YhNTQmTH4w1VkH0Ux/07nsvsv62VoDkcvIr62V0RBT/TvjBYG7YXp9Z4uY60VP9/XFUqFChQoX+ax0cHESF8qfpdBoVyp8KbvlUwS2XejOdPosK5U7H0+nzqFDuVHDLpwpu+dTLglsudTCdvogK5U4Ft3yq4JZPfWXX7FrbhqEw7D+1QS52tYvtZhyEDXEDSQ2xSIYZC2QmCSMZ6Zqm+ejW9WMbXTfYJ/uZOxIvDYsNVeK2qWM90LrysdRWD0e2dfLUesslT1z3gWPJHdZbPrHe8slj6y2XlFy35Fhyh/WWP56VSqVHvE4+tJ9VMIT+o/x8h1KoND26lsqrnUQHUy7dK+ZkuR7HVxMcRGjCWyCEaC8s3L63o4W3I7KYeAspxVujThLiDIG3NVkk3CVZDHAkvFWaQnjs7asQofZW2w3Jf9tUeeerEEk+SX6IKwkxwCe5ZdQh4EaCQ5tuq3rjHAvUNyq/qJZjNvimGmDGfT76HrFDj1RY5SOuRAzDlGNP5ZtBB3hLMHc1F2QxwQmi4LcnQ5UT4nWV51jNObzBCzSoEzIiXIkY4A7Km2mHJEi4GVlMvf36cSJDbYpo4U0dljRU9t4dVAlXpnoz75BkatNtJW9/Tuqzz55a6BjlLWjvqKn228saagcf9+qEKxEDvLbWdg07BCKkJDrhpmQxw6k0Q5LC06tZo16O9ZIWCNXAVLMEweDORLgSMcBDiJ/s3KADNyNKY+a6h2Qxw6G7Rj+opnFhX7lN2YQ3KUJKZ2bTzRiH7g9Wmyn3y5vFett2rLd8wt6SO/kbZc1ikr/xP/sOuV1veBlMBW/mIHsxSUZUKBbebh7eTNY1gRSWvGUrJuE/KBTOChWYNDrd01ZrqI6tVu/9px4R7X94SYz2piYUo8gvceMvH9ESerMZrczFJD5TLJxVKjAanjEGLfZ1/m1/MlbGBq3+SHsbIqa7RoRRZPs4DmXIO5nEX8g3xDIWk/SPxcLJVoFhb1rYoKXoTYedbn965S3W+5IYRUZaEA9LPCB+D2IZi0lssmDLJDkrVmCS+QZvfSK1RM5Pv496iLEntWuNUVK9IbZuManA3gwqMAb51unqJBucnx2fjfqIsSf1YIFR4A3rJG5JiGUsJhVxnTSowBh4088lkzHrq40mY1LgXhSHGAXeKMDLQaXJR8QyFpOK+FxCW0EB3wO2g0K+d28DRdzn+se+2bO2EQRhWH8qkCKQNt012SK5bW6RDZHFibvCkEMB9yGQ0iGF3eVvZmf0RMOIRXJ0+JLDerE9nhnth+a9We/uWBfMDhfe5okLb/PEpLzpH6E+xNRVVYpPaXC9iiYmBcOW5+Inj8Yb+5iPl38D7gyod3ANi+ZhXT8Tb9x0cA6TW2MBm751iA28CZp6LwroOxNNqLV5CFGiF0JbAXzqvN3oS7bO57pUFZe+EkFzBMN63jCWeeONyZXsCN4kcGgoBuv6eXmjjgNvHLLWt5umfipvqUXId1Nr8KSHqolVn8UO+LBI1zQ0H5DhH011g9McwbCeN4xF3nhjXN6cwRuAqoJiXY/g7VgBx3hTruDNX2qkLyF0VR8ELaJKn7NRQkBOrLcIwsuvqeX5rjwDxLnplFrvczQygvGGywTDiksZkfwOESOTF8KETDRQOEvq8kctSutU91KnEo2qFZrlGxrVrisqWnQtV0YjeCsXcDxvmtnwJqohbTXwFjqM16vWeGtaJ+odWX1QvVc2gebi3Y9dAIcgriJvQ5dV402eFgTNEQwrr08xj5RqoUiNNnl4Y9agdHnDAoeTOpXXIMwLfpIAdD2Gt+MFHHijjgNvfkHgPR/yZgZWHhN4+hzU1JJuB7ytOs2WZlsNpXyzFALsJhA0RzBs363v6r7Lv8t0MTJ5hJ81YQbewr9eUO/w2jHetHi1dF2P5K1cwIE36jjn8zbUCB9/bUe8fb5t5MXqTnWRtyYIIJXOWgTNEfKtRPe/tkMNbxjP5Y28gSm0k7zpRvK7BG88b0cLOJL2MiPqOKV10ngbOtYvjDmNWMWUBwTxR3bQxnqHT35I/POXCO9DQzVNMhNBc4QMq4M/bB4eW7WHiHFPmBr3swa2mKFL+G+Ii1SmqFN5rcSb7Qm+3t+4rpcjeCsVcMCVHgCo42Qt4z1zOOCNDT0iBVWIqqNUfaGWjNElUTV29fiyFZsK70PzvDWaewiaI/bDdvqM9NmWIkYmv1uzI7P2+xI+dmTE/dmX/Pz0gfOR16hTeUG1Sx8C3/WU5+7TxZYU/9Mzd9kIyosipd3yzv+Mk5V1LXvLqXjjaTnN2/whe0f72NFo3ngGfNeT33P9G96+VVOBfwMF43nj8Lc87HrxIvDq3eKCGeLN67eLC2aH3+zdywnEMAxFUTfl4ICdgWQx2WR1++8l5FfEg3taEELSRm+Bbsponh0Ya1GYGfwlG2gAPiWNszZuR1GSiUfzlWyUjZfXQJTKp7tUBmncxrxbtiA/YECzaFmmq886uJUEqt5vkf6Gy0VaHHCZHHCZKmxFcUwFzHSyd0cnAMIwAES7lIJQEPxx/42aNQ7eW+JoGsg7gVv0zNTEeDJI4JqcT20SuCiBaxK4JoFrmsDtRc8EztZy0Hx6/4ucR+CSboFL+vblIQAAHPbLbrdtGIbCliMrad0mdp4lQIBcDB3QXu1G7/80I9nP5GJnWIpuGDyMQGHWEo9oHv4of1SOb9tQPiF3ATzvuua//BZp+yGUT8hdAId6N2/H3W20x4en7aTV3PybctjsNaC11sKbZRh0SyjBAuG5TwC4j7fLcE8WQPGyZBeOLX1mZ62SSmsU4c1YuyIuoXv6upJEP441Wy5r3NQ4+2MJwO5AYr1WODwYjOMeqgr7WJyjdFPQy63DIAeAHK/DZ3civ/u0QkmbfTLKohgsdi9PW/Te0hel3ewPspvQF7EyBng0c4DH82nHAgDRMFPt3kOq4QM3XSUQi44S7HMIjrm3z7ZNwdil0zKs8RlJZn4cS7NGSZvXB/sW+1oS2d7BANmPkjansbDpq9BwHOVdP/Bo5gCpP9esrS+QiFmWN2rQ1qyhA1cDHwXBYqAE6eavZFocxop4obmoQIUWgbX7DIp6IxtW2icTBSSJ1zUeVC0GGLD0dSVtKEvZcByzJfRz2fJYAGgpy54SSFNBZmt4Nos0uOAy3xBfBCXYtMUiHMVhfIL9u9nLHl3VE90an6NL2ohY6fVVvtFaBcOcPqThgwGaGspBg8AVQ0zZ4Y8rAEaIQQdSAzu6r6hi+8G94s0XHQXeaLBZ2L/2VuAfL/q8jEVZZAxgjc+Aw+k6u6TzlmhhZK3mNAxYtE2BNyZ90RojijyWAKn2g5cNvGFuFWOhhrc8580XQQneyuR4N/cWu7NZFoNw6/B5wjFZJ3U2nGpdRKtmGGDKuNIPNLpElIK4GQCz31qkAzhvRpFG3wIM7ow3Fh1lirc1bmt+S2+bL8KzGFg9qZ9ujc8BrziaPmu8Ucp3++Tw9sHFme4njLhyHBlv/WUnVZhnxC0BGG0OEJPLrgStxbRrwL3mjcVA4bVm2YFa9MPU1KouafF25I/xhrX7HGPY/V2dyIc5bzGd2s3Y0eX0jte1kzIlZ2uX9/6iuhLAYw7wMv3CcIDgTeLJdKKPzXiLxQTKxFu/q2/je0W9/niYbGVoOo/y59bhc/C22nq7wZs2oKyzrJckNYpKOynBWyfdqXMMHnOAc+2I2QQwHSKx7wcrKd1/i7dYTKA4byc1too6xWEMNWuOtpXx59ZXPru/K71SHkevoYhWq8GomqrZpndxBY41pa0ZfRssJueBwN4AsEIEIHgT3RopVzxwr3jzRUfx1h6Rj8OytfyamZ6KCW9Y4zPCUdJj11huWh3wFkzWEmqt+ovYFcv/hpsiBIjGYwYQAzI7AK/ZrQE3tsGlCBAWA8XpnDa8DBzmuZQpNBUjtAtrfA749V4nTdqfNIr43RzKxyR+iwfAB+8CoPxSuGjebQ1xa7yT/B1Z7x3uezt2UAAABAAwEH+d9E8lx7irsN8YK7oFf6db09QtSbcm3Zr20Q0AgHdd/PfHmIXXzgcAAAAASUVORK5CYII=)](http://cdn.guru99.com/images/RemoteWebDriver_code.png)

<https://www.linkedin.com/pulse/selenium-real-time-interview-questions-answers-technologies-13600-?trk=v-feed&lipi=urn%3Ali%3Apage%3Ad_flagship3_feed%3Bg665p7Awol4wM0Bk8jNbjQ%3D%3D>

Types of assert-

Soft assert (same as verify) – will continue even if condition fails.

**SoftAssert.assertAll()method is to be used at the end to execute all statements.**

Hard assert – Will exit method if condition fails

**Changes in Selenium 3 :-**

Minimum java version is now 8+  
\* The original RC APIs are only available via the leg-rc package.  
\* To run exported IDE tests, ensure that the leg-rc package is on the classpath.  
\* Support for Firefox is via Mozilla's geckodriver.  
\* Support for Edge is provided by MS:  
\* Official support for IE requires version 9 or above  
\* New html-table runner backed by WebDriver.  
\* Unused command line arguments are now no longer parsed.

**Selenium 3.0 vs selenium2.0 :-**

* [**Selenium**](https://www.youtube.com/playlist?list=PLyGqUe6Oa_5Elc-Dv9jPzHKDx-m2GvMOd) 1.0 (IDE) + RC = Selenium 2.0

But Selenium 3.0 has removed  Selenium 1.0 but supports Selenium RC indirectly through back-end Webdriver.

* More than 9+ versions of IE are supported in Selenium 3.0.
* [**Selenium**](https://www.youtube.com/playlist?list=PLyGqUe6Oa_5EUyOz-jBZ7hiYUyQ64JHVp)3.0 has became a W3C (World wide Web consortium) standard.
* Firefox Browser version is supported by 47+. If you are working with more than 47+ either in Selenium 2.0 or Selenium 3.0 requires Gecko driver installed and configured.
* Selenium Grid bug fixes and webdriver bug fixes are done are Selenium 3.0
* 3.0 not have HeadLess Driver (HtmlWebDriver) but 2.0 have
* support for Microsoft’s Edge Browser

TestNG-

Before Suite- executed first (executed once)

Before Test- executed before class (executed once)

Before class- executed before test methods (executed once)

Before method- executed before each test method (executed multiple times)

**Hybrid framework-**

4 Packages- export excel, objects, Operation, Test cases

Export Excel>> POIexcel.java –not used

Objects>> object.properties- property file for storing objects.

url=http://google.com/

username=UserName

password=Passwod

form\_click=//div[@id='Login']

login=pinkLogBtn

Operation>>

* browser\_Selection.java—to choose browser in which we want to run scripts. (set property for each browser)
* Getobjectclass.java— to get objects to pass into find element based on input object name and type.

**public** By getObject(Properties p,String objectname,String objectType) **throws** Exception

{

//Find by xpath

**if**(objectType.equalsIgnoreCase("XPATH")){

**return** By.*xpath*(p.getProperty(objectname));

}

//find by class

**else** **if**(objectType.equalsIgnoreCase("CLASSNAME")){

**return** By.*className*(p.getProperty(objectname));

}

* Readfile.java—to read excel file –not used.
* Readobject.java—to load property file and set key pair value using set property.
* UIoperations.java—to define methods for common keywords in switch case.

public void perform(Properties p,String operation,String objectname,String objectType,String value)

* Utility.java—to capture screenshot- not used.

Testcases>>

* Screenshot.java- using ITestListener for capturing screenshot- not used.
* Module wise java classes—for defining page specific keywords in switch case.
* Hybridexecutetest.java—Data provider get the content from excel and pass it to @Test method which runs when Runmode=Y and testcasename!=null&&testcasename.length()!=0.

**public** **class** HybridExecuteTest **extends** readfile {

**static** WebDriver *webdriver*;

readfile rf=**new** readfile();

@Test(dataProvider="hybridData")

**public** **void** testlogin(String testcasename,String keyword,String objectname,String objectType,String value,String runmode) **throws** Exception

{

**if**(runmode.equals("Y"))

{

**if**(testcasename!=**null**&&testcasename.length()!=0)

{

FirefoxProfile fp = **new** FirefoxProfile();

fp.setPreference("network.proxy.type", ProxyType.***AUTODETECT***.ordinal());

System.*setProperty*("webdriver.gecko.driver", "C://Users//chaman.preet//Downloads//geckodriver.exe");

*webdriver*=**new** FirefoxDriver(fp);

*webdriver*.manage().window().maximize();

}

Readobject robject=**new** Readobject();

Properties allobjects=robject.getobjectrepository();

UIoperations Uoperation=**new** UIoperations(*webdriver*);

Uoperation.perform(allobjects, keyword, objectname, objectType, value);

Download\_comps objdowm=**new** Download\_comps(*webdriver*);

objdowm.download(allobjects, keyword, objectname, objectType, value);

Trading\_comps objtrading=**new** Trading\_comps(*webdriver*);

objtrading.trading(allobjects, keyword, objectname, objectType, value);

UploadComps objupload=new UploadComps(webdriver);

objupload.upload(allobjects, keyword, objectname, objectType, value);

}

**else** **if**(runmode.equals("N"))

{

**throw** **new** SkipException("Test case is skipped as Run mode is N");

}

}

@DataProvider(name="hybridData")

**public** Object[][] getDatafromDataprovider() **throws** IOException

{

Object[][] object=**null**;

POIexcel file=**new** POIexcel();

XSSFSheet sheet1=file.readexcel("C://Users//chaman.preet//Documents//C data//git//compsnew//Comps\_project", "TestSteps.xlsx", "Test\_steps");

**int** rowcount=sheet1.getLastRowNum()-sheet1.getFirstRowNum();

System.***out***.println("row count is " +rowcount);

**int** col\_count=sheet1.getRow(1).getPhysicalNumberOfCells();

object=**new** Object[rowcount][col\_count];

**for**(**int** i=0;i<rowcount;i++)

{

XSSFRow row=sheet1.getRow(i+1);

**for** (**int** j = 0; j < row.getLastCellNum(); j++) {

//Print excel data in console

XSSFCell cell=row.getCell(j);

object[i][j] = cell.toString();

// System.out.println("values are " +object[i][j]);

}

}

System.***out***.println("");

**return** object;

}

**TestNG reports-**

Emailable-report.html

Index.html

**JDBC connectivity-**

1) Download sqljdbc Jar and then manually install it into your local maven repository using cmd as admin in project folder when pom.xml is present-

Command:-

mvn install:install-file -Dfile=<Jar file path> -DgroupId=com.microsoft.sqlserver -DartifactId=sqljdbc4 -Dversion=4.0 -Dpackaging=jar

In our system-

mvn install:install-file -Dfile=C:\sqljdbc\_6.0\enu\jre8\sqljdbc42.jar -DgroupId=com.microsoft.sqlserver -DartifactId=sqljdbc4 -Dversion=4.0 -Dpackaging=jar

2) Then Add dependencies in Maven-

<dependency>

<groupId>com.microsoft.sqlserver</groupId>

<artifactId>mssql-jdbc</artifactId>

<version>6.1.0.jre8</version>

<scope>test</scope>

</dependency>

<dependency>

<groupId>com.microsoft.sqlserver</groupId>

<artifactId>sqljdbc4</artifactId>

<version>4.0</version>

<scope>runtime</scope>

</dependency>

3) Write following commands in your script for establishing connection

//Create Connection to DB

Connection con = DriverManager.getConnection(dbUrl,username,password);

Where

dbUrl= “jdbc:sqlserver://ipaddress:portnumber/db\_name”

//Query to Execute

String query = "select \* from employee;";

//Load mssql jdbc driver

Class.forName ("com.microsoft.sqlserver.jdbc.SQLServerDriver");

//Create Statement Object

Statement stmt = con.createStatement();

// Execute the SQL Query. Store results in ResultSet

ResultSet rs= stmt.executeQuery(query);

// While Loop to iterate through all data and print results

while (rs.next()){

String myName = rs.getString(1);

String myAge = rs.getString(2);

System. out.println(myName+" "+myAge);

}

// closing DB Connection

con.close();

4) Before running you should check port and ipaddress from PC>Manage > computer management>

services and applications

Go to SQL server configuration manager> SQL server network configuration> Protocols for

MSSQLSERVER.

Go to TCP/IP in right side and check properties.

In IP addresses section, enable and active all IPs and check port.

Ipaddress is localhost.

So, String dbUrl= url+servername+dbName i.e

String dbUrl = "jdbc:sqlserver://localhost:1433;serverName=EVS01TST06;databaseName=PI\_HealthEconomics";

Connection conn = DriverManager.getConnection(url+servername+dbName,username,password);

5) Now, start SQL services- Go to computer management> services and applications> Services> SQL server (MSSQLSERVER) and right click and start.

6) Run script.

**TestNG concepts-**

<http://testng.org/doc/documentation-main.html>

**When TestNG annotations are used in inheritance-**

TestNG guarantees that the "@Before" methods are executed in inheritance order (highest superclass first, then going down the inheritance chain), and the "@After" methods in reverse order (going up the inheritance chain).

MainTest which will be used to initiate the WebDriver as we need to use the same webdriver instance across our framework. So, whenever there is a need of using webdriver instance then that class will extend this MainTest. Then we can maintain a single webdriver instance across our project.